Spotifinder

CIS 550 Final Project

Group 41, Spring 2023

Blair Barineau

Paavnee Chauhan

Aaron Finkelstein

Rohan Kamat![](data:image/png;base64,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)

# Table of Contents

[**1. Introduction 2**](#_eu0fvx37uzb0)

[**2. Architecture 2**](#_lbikrdd40sxs)

[2.1 Database 2](#_4jlnehb5y7q9)

[2.2 Data Processing 3](#_jz1hw7frzmjz)

[2.3 Data Input, DDL, DML 3](#_s34e4ojpzl03)

[2.4 Frontend 3](#_yy3n70wpa0oq)

[2.5 APIs 3](#_zccy4w565od3)

[**3. Data 3**](#_b4kpocorxcd8)

[3.1 Spotify Million Playlist Dataset 3](#_s6mjeyo1qfi4)

[3.2 Spotify 1.2M+ Songs Dataset 4](#_oqx802l6lyu5)

[**4. Database 5**](#_6kb72t96tlme)

[4.1 Data Cleaning 5](#_i1z89zb7kaz)

[4.2 Data Ingestion 6](#_m4h0wev907t2)

[4.3 Entity Resolution 6](#_49surj9iqtf5)

[4.4 Relational Schema 7](#_8ci7rd6mauho)

[4.5 Relation Information 7](#_ggo0y0mor2kk)

[4.6 Entity-Relationship Diagram and Information 8](#_g0ckovbv827v)

[**5. Web App Description 8**](#_lu1eccxup2x9)

[Web App Pages Description 8](#_py0igey3diyi)

[**6. API Specification 10**](#_2v3fqv1fm1ov)

[**7. Queries 10**](#_hfegl5ouos3m)

[**8. Performance Evaluation 11**](#_iyt9pjrh7mn1)

[Optimization Efforts Examples 11](#_dj3eq6zb7hwo)

[**9. Technical Challenges 12**](#_28n2e6xwafy9)

[**10. Extra Credit Features 13**](#_2se1ripvjca)

[API Integration 13](#_qu2a4ufbz1bf)

[**Appendix 14**](#_uarhcbugvoum)

[Appendix A: Data 14](#_jh9k2t9csixy)

[Appendix B: ER Diagram 16](#_dst1nrb267n7)

[Appendix C: API Specification 17](#_gnl3sh14didu)

[Appendix D: Example Queries 24](#_ebt3fdetrkpj)

# 1. Introduction

The purpose behind Spotifinder was to create a way for users to easily discover and obtain music they may like. Our web application addresses three main issues:

#### Music discovery can be challenging

Without effort, and a bit of luck, it can be difficult to discover music that you like. Spotifinder allows users to enter a variety of inputs such as a song, artist, album or playlist they like; or numerical parameters about the type of music they like such as danceability, energy or tempo. From there, the web application returns songs, artists, albums, or playlists that the user is likely to enjoy based on their input.

#### Creating playlists can be time consuming

Going through one’s music library, or thinking about what songs to add, in order to create a playlist, can be a time consuming process. Based on the aforementioned inputs, Spotifinder uses data on Spotify playlists to display pre-made playlists that the user is likely to be interested in.

#### Platforms recommendations can be heavily influenced by advertising

As streaming platforms become one of the primary ways for artists and record labels to promote their music, recommendations on these platforms become increasingly influenced by paid partnerships, in turn lowering the quality of suggestions for users. Spotifinder simply uses numerical data values such as tempo, energy, valence and danceability to suggest music that is solely based on user input and nothing else.

# 2. Architecture

## 2.1 Database

On Amazon Web Services, we utilized a Relational Database Service (RDS) that used a MySQL Community engine and a db.t3.micro instance type.

## 2.2 Data Processing

Data was gathered as a combination of JSON files and CSV files (more in [Section 4.1](#_i1z89zb7kaz)). Data was uploaded into Google Drive, to which we connected a Google Colab notebook. Within the notebook, the Pandas library was used to convert the JSON files into a CSV file with our desired format.

## 2.3 Data Input, DDL, DML

## 

Data was inputted to the aforementioned DB using MySQL on DataGrip. MySQL DDL was used to create the tables and schemas (more in [Section 4.2](#_m4h0wev907t2)), after which the CSV files were uploaded into DataGrip. All DML and query testing occurred on DataGrip using MySQL DML.

## 2.4 Frontend

The frontend primarily utilized node.js. The React and Material UI (MUI) javascript libraries were also used to display content and other UI elements.

## 2.5 APIs

The frontend also utilized the Youtube and Spotify APIs (more in [Section 10](#_2se1ripvjca)). The former was used to display the music video of a song on the web application, if selected by the user. The latter was used to display the Spotify images of an album cover or artist profile on their corresponding pages on the web application.

# 3. Data

We utilized two datasets for our project, the links to which can be found in [Appendix A.1](#_umpz4zfry8tq).

## 3.1 Spotify Million Playlist Dataset (Playlists)

The online dataset from [Alcrowd](https://www.aicrowd.com/) contains the information of 1,000,000 different public Spotify playlists, composed to promote research on the relationship between music and humans.

The data itself is published in JSON format in separate files of 1,000 playlists each, with nested information on each song. Attributes are located in [Appendix A.2.1](#_fk71glf5yukn).

The dataset is primarily used to give playlists recommendations to users based on their selected song, artist, album, or another playlist.

The compiled dataset contains over 2,000,000 unique tracks by approximately 300,000 different artists. The data in its entirety became difficult to evaluate due to its JSON format and sheer size. Thus, a subset of 126,999 playlists were selected for this project, to be discussed further in [Section 4](#_6kb72t96tlme). Of these playlists, there are 316,271 unique songs with an average of approximately 71 songs per playlist.

## 3.2 Spotify 1.2M+ Songs Dataset (Songs)

The online dataset from [Kaggle](https://www.kaggle.com/) contains the Spotify song attributes for approximately 1,200,000 unique songs on the application. It was compiled using the Spotify API by public users and published directly for the use of others.

The data is published in CSV format in a single file, with each entity representing a single song.

The features included in this dataset are presented in [Appendix A.2.2](#_nesu112t719x).

This dataset was utilized for the purposes of our project to allow for the recommendation of songs, albums, artists and playlists on the basis of their measured, quantitative qualities. Given the fact that the Spotify Million Playlist Dataset solely includes qualitative attributes, it was necessary to combine its information with that of another dataset to return suitable recommendations. Given the fact that they both directly come from Spotify’s API, songs in both datasets are able to be correlated based on their mutual track URIs.

All 1,204,025 tuples included in the original file were used for the purposes of this project, each containing the entirety of the song attributes found in each tuple. However, as not every song included in this dataset was included in a playlist, the final amount of songs left amounted to 316,271.

# 

# 4. Database

Extensive efforts involving data cleaning and entity resolution were performed due to the dataset’s unconventional size and format.

## 4.1 Data Cleaning

To begin the data cleaning process, each file was individually uploaded into **Google Drive**. A **Google Colab** notebook was created to access and manipulate each dataset using different **Python** techniques. Using the **Drive** **library**, the files were mounted into the notebook to commence the data cleaning process.

For the Playlists dataset, the **JSON library** and **Pandas library** were used in conjunction to separately append each transformed file into a single dataframe. This was largely performed with the JSON explode and normalize functions to transform the dataset’s granularity to be on the song-level. These efforts were performed in a loop to account for the fact that only 1,000 playlists were contained in a given file, appending each to the master dataframe at the end of each loop iteration.

For the Songs dataset, Pandas was similarly used to upload the file into its own dataframe. The dataframe containing song-level information was duplicated, dropping all playlist information and duplicates. This dataframe was merged with the newly-created dataframe from Songs, joined on the track\_uri attribute.

A new dataframe was created from the newly-constructed Million Playlists dataframe containing the song and playlist IDs. This was performed to ensure that the playlist and song relations would solely contain playlist and song information as their lowest levels of granularity, respectively. Thus, all the song information was dropped from the playlist dataframe following the creation of this new dataframe.

After initially seeing extremely lengthy runtimes for the data ingestion in **DataGrip**, we decided to swap the string primary keys for integers. Thus, each song and playlist were given their own unique integer IDs, correlated to the other tables using a dictionary from original track URI to the new integer ID.

Each file was uploaded into Google Drive as a CSV to form the basis of three relations.

## 4.2 Data Ingestion

To begin the data ingestion process, three relations were created without any data: Playlists, Songs and Contains. The relational schema of each is provided in [Section 4.4](#_8ci7rd6mauho).

Initially, each CSV was uploaded into its respective relation directly using the **Import Matrix** on DataGrip. However, extensive runtimes due to each relations’ string primary keys rendered this initial attempt useless.

After the creation of integer IDs through data cleaning, each relation was dropped and recreated with integer primary keys. The data was uploaded directly using LOAD DATA INFILE statements. The entire ingestion process took approximately 3 hours to complete.

## 4.3 Entity Resolution

A few major problems were encountered in relation to entity resolution.

Foremost, given the fact that the Songs and Playlists datasets were composed by different individuals, it was unlikely that each of the songs in the Playlists dataset would have attributes contained in the Songs dataset. Upon merging both, it was found that only approximately 300,000 songs in playlists were found to have all of the attributes.

To resolve this, natural assumptions were composed about the songs in each playlist and implemented in **MySQL**. Humans often group songs together in playlists that have a similar mood, feel and structure. Thus, for each playlist, the average of songs’ included attributes were sequentially set equal to the unincluded attributes of the other songs in the playlist. This allowed for the result size to greatly increase for each query with a logical solution.

For each playlist, the average of all songs’ attributes were taken and included as columns in the finalized relation. This was performed to allow for easier access of attributes that would otherwise need to be calculated in multiple queries.

Additionally, the desired functionality included songs and playlists given as recommendations on the basis of a selected album or artist. Thus, Albums and Artists tables were created to store average attributes of all songs relating to a given album or artist. Similarly, this was performed to allow for easier access of attributes that would otherwise need to be calculated in multiple queries. Tables were chosen instead of Views in case the data needed to be updated and to minimize performance degradation.

To conclude, a table to store user log-in information to the platform was created as well.

## 4.4 Relational Schema

**Playlists** (PID, name, num\_albums, collaborative, modified\_at, num\_tracks, num\_followers, num\_edits, num\_artists, duration\_ms, avg\_danceability, avg\_energy, avg\_loudness, avg\_speechiness, avg\_acousticness, avg\_instrumentalness, avg\_liveness, avg\_valence, avg\_tempo, explicit)

**Songs** (track\_uri, track\_name, album\_name, atrist\_name, danceability, energy, loudness, mode, speechiness, acousticness, instrumentalness, liveness, valence, tempo, explicit, year)

**Contains** (Playlist\_ID, Song\_ID, position)

Foreign key (Playlist\_ID) references Playlists (pid)  
 Foreign key (Song\_ID) references Songs (track\_uri)

**Albums** (album\_name, artist\_name, avg\_danceability, avg\_energy, avg\_loudness, avg\_speechiness, avg\_acousticness, avg\_instrumentalness, avg\_liveness, avg\_valence, avg\_tempo, num\_songs)

Foreign key (album\_name) references Songs (album\_name)

Foreign key (artist\_name) references Songs (artist\_name)

**Artists** (song\_ID, artist\_name, avg\_danceability, avg\_energy, avg\_loudness, avg\_speechiness, avg\_acousticness, avg\_instrumentalness, avg\_liveness, avg\_valence, avg\_tempo)

Foreign key (song\_id) references Songs (track\_uri)

Foreign key (artist\_name) references Songs (artist\_name)

**UserInfo**(username, password)

## 

## 4.5 Relation Information

| Relation | Instances |
| --- | --- |
| Playlists | 27,908 |
| Songs | 316,271 |
| Contains | 1,985,804 |
| Albums | 145,440 |
| Artists | 316,271 |
| UserInfo | \*\**Updates for new Users added\*\** |

## 4.6 Entity-Relationship Diagram and Information

The ER diagram for our schema can be found in [Appendix B](#_dst1nrb267n7).

Our relations are indicatively in 3NF as each table contains uniquely identifiable rows, there are no partial dependencies, and there are no transitive dependencies.

Upon the creation of the Albums and Artists table, it was imperative to ensure that there were no partial dependencies, given the creation of new tables with a primary key composed of multiple attributes. Due to the possibility of multiple artists with the same name, each primary key in Artists is composed of a song ID and an artist name. As no artist can share the same song, this ensures that each attribute is dependent on both the unique song ID and artist. Although the attribute information is shared between entities with the same artist with different songs, partial dependencies are removed and entities are in 3NF. The same logic was applied for Albums, which similarly contains an album name and artist name as its composite primary key.
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# 5. Web App Description

## Web App Pages Description

### 5.1 Playlist Reccomender

This page displays pre-made Spotify playlists a user will enjoy based on their input. For instance, a user can enter their favorite artist, after which a table will be displayed containing links to playlists, sorted by number of followers (i.e. popularity), that the user will likely enjoy based on the style of their artist and the style of the songs within that playlist. A similar table is displayed should the user enter their favorite album.

Furthermore, the user can use sliders representing danceability, energy and tempo to obtain playlists matching these values most closely. Therefore, a user does not need to consider similar artists or albums to the style of music they desire, and can use these inputs to obtain playlists matching their style extremely closely.

### 5.2 Song Reccomender

This page allows users to enter their favorite artist or favorite song. Aggregate values regarding this artist or values of the inputted song are used to return songs that most closely match these values. Songs are displayed in tables, with each value in the table being a link to the corresponding song, album or artist page.

### 5.3 Search Playlist

This page allows users to search pre-made Spotify playlists by name e.g. “Workout,” allowing users to obtain playlists matching their use case or genre. Playlists are displayed in order of number of followers, as well as aggregate information on number of artists and songs. An individual playlist can be clicked, taking the user to the playlist information page. This page displays the track art of the first four tracks in the playlist, as well as links to the song information page, artist information page, and album information page of each song in the playlist.

### 5.4 Search Artist

This page allows users to enter the name of an artist, and displays all matching artist names. The user can click on an artist name to take them to the artist information page. Here, we display the Spotify artist image, as well as a list of their albums with corresponding album art and links to album info pages. Furthermore, we also display the links to other artist pages of artists similar to the current artist, to allow the user to discover new artists. We also display the links to playlists containing the most number of songs by this artist.

### 5.5 Search Album

This page allows users to enter the name of an album, and displays a table containing links to all corresponding albums. On the album page, we display the Spotify album art, as well as links to all songs within the album, and a link to the artist. Song links lead to a window containing the youtube video of the corresponding song. Furthermore, we display the danceability, energy and tempo of each song in the album, allowing the user to determine which songs in the album match their preferences.

### 5.6 Other Pages

#### 5.6.1 Login Page

This page allows the user to make an account, or login to the page using previously created login credentials. This allows us to track users of the application, potentially for future marketing purposes.

#### 5.6.2 Home Page

This page allows the user to see the artist image and album art of a variety of popular artists and albums featured on the web application, which can entice the user to delve deeper into the application.

#### 5.6.3 About Us

This page displays an image of the creators of the web application, as well as some trivia about them such as name, major, year, and a link to their favorite artist.

# 6. API Specification

Please refer to [Appendix C](#_gnl3sh14didu) for the API routes.

# 7. Queries

Please refer to [Appendix D](#_ebt3fdetrkpj) for examples of queries within the web application and explanations of how they are used.

# 8. Performance Evaluation

## Optimization Efforts Examples

In the table below, we showcase the effects of our optimization efforts on a selection of queries. Optimization methods and explanations behind the effects are below.

| Example | Query | Pre-Optimization Time (ms) | Post-Optimization Time (ms) |
| --- | --- | --- | --- |
| 1 | [Example Query 1](#_wxnmim6mymz) | 3750 | 740 |
| 2 | [Example Query 2](#_m8ytichd2isl) | 3840 | 2460 |
| 3 | [Example Query 3](#_bol4j0ey2m53) | 739 | 453 |

### Example 1

To speed up this query, we limited the result of the CTE to 1 tuple, thereby allowing this query to return as soon as it came across a tuple with attribute track\_name = '${songName}'. Furthermore, through analysis using DataGrip’s Explain Plan feature, we saw that scanning the entire Songs table to return the results was very costly. As such, we created an index song\_val\_index\_2 On Songs (track\_name, danceability, energy, valence). This prevents the query from having to perform a Full Scan (Table Scan) and instead allows the query to perform a Full Index Scan over the newly created index, which is a much faster process. As shown in the first row of the table, this greatly improved runtime efficiency.

### Example 2

To speed up this query, as in example above, we limited the result of the first CTE to 1 tuple, thereby allowing this query to return as soon as it came across a tuple with attribute artist\_name = '${artistName}'. Furthermore, we removed the DISTINCT keyword from the second CTE to ensure that we were not unnecessarily slowing down the CTE creation for no reason. Furthermore, through analysis using DataGrip’s Explain Plan feature, we saw that scanning the entire Songs table to order the results was very costly. As such, we created an index song\_val\_index\_1 ON Songs (track\_name,artist\_name, danceability, energy, valence, album\_name, track\_uri)which allowed selected attributes to be returned much faster, using a Full Index Scan over song\_val\_index\_1 rather than a Full Table Scan over the Songs table. As shown in the second row of this table, this decreased the runtime of this query by over a second.

### Example 3

This query optimization is largely due to the creation of the Albums relation. Instead of having to repeatedly calculate the average of each album’s attributes for every query they are accessed, the intermediate results are stored in a new table. This removes the need for redundant calculations, greatly improving the runtime for this query and others used to access album-level information.

# 9. Technical Challenges

There were multiple technical challenges encountered throughout this project.

For the data-cleaning portion, the first obstacle to overcome was utilizing the JSON library, an unfamiliar tool that was learned through trial-and-error.

For data ingestion, a key problem was minimizing the runtime to upload the CSV files into each table. The TAs were extremely helpful in this step, advising to create new primary keys based on integer values to allow for increased uploading speed.

A key problem for entity resolution was how to consolidate the average attribute values for Albums and Artists, which was resolved through the creation of two new tables.

For the queries, it became necessary to craft a “distance” function to define similarity between different songs, albums, artists and playlists. In order to maximize the quality of recommendations while minimizing runtime, danceability, energy and valence were chosen as the metrics of interest in an absolute difference calculation. These attributes were primarily chosen as they represent a given entity’s overall mood over specific details such as instrumentation or liveness. The other attributes are still included in the database to allow for future analyses on song recommendations based on different features.

For optimizations, unfortunately some queries did not optimize as much as expected and required different types of optimization testing, which were completed through research, application and testing using DataGrip’s Explain Plan feature.

An immense number of problems occurred with the front-end development, which was a new tool for all members of the group. Through patience, resilience and the help of the TA’s, the development became possible.

For the Spotify API integration, there were challenges accessing a developer key, which was solved by using a “Bearer” token.

Overall, this project displayed the practical importance of optimization, as well as the creativity necessary to solve for it. Database design is equally an art as it is a science, a concept that could only be seen through the practical creation of one.

# 10. Extra Credit Features

## API Integration

Our data set did not include images for the artist, albums, or playlist. So, when the initial front end was built the user experience was not optimal. As such, we integrated our pages with Spotify for Developer’s [Web API](https://developer.spotify.com/documentation/web-api) to gather images for the respective data. The data from the queries were fetched and referenced as inputs to the Spotify API, and updated with the appropriate media data for each page. We used the *client id* and *secret client id* token to fetch the correct API token to generate the images. From there, the data resulting from the query was cross referenced to get the actual image and placed into the data array.

In addition, we leveraged YouTube’s [Data API](https://developers.google.com/youtube/v3/getting-started). Originally, we wanted to play songs linked using Spotify’s API, however they removed the API feature which enables audio to be played due to copyright infringement. Therefore, as an alternative, we obtained the corresponding song’s YouTube video (either the official music video or the official track) to be played for the user. The song card component was called within a page by the song name, artist name, and album name and then inputted into YouTube’s API query to retrieve the video link, which was displayed as a window over the application.

# Appendix

## Appendix A: Data

### A.1: Data Sources

#### Spotify Million Playlist Dataset:

<https://www.aicrowd.com/challenges/spotify-million-playlist-dataset-challenge>

#### Spotify 1.2M+ Songs Dataset:

<https://www.kaggle.com/datasets/rodolfofigueroa/spotify-12m-songs>

### A.2: Data Attributes

#### A.2.1: Spotify Million Playlist Dataset

The original playlist attributes are:

* **PID:** The unique integer identifier of each playlist
* **Name:** The publicly-listed string name of the playlist
* **Collaborative:**  A boolean variable representing if the datasets are shared between Spotify users or not
* **Modified\_At:** The timestamp at which the playlist was last modified
* **Num\_Tracks:** The integer number of tracks included in the playlist
* **Num\_Albums:**  The integer number of albums included in the playlist
* **Num\_Followers:**  The integer number of followers included in the playlist

The nested song attributes are:

* **Pos:** Integer position of a song in a given playlist
* **Artist\_Name:** The string name of the song’s artist
* **Track\_Name:** The string name of the song
* **Track\_URI:** The unique string identifier of a song in Spotify
* **Artist\_URI:** The unique string identifier of an artist in Spotify
* **Album\_URI:** The unique string identifier of an album in Spotify
* **Album\_Name**: The string name of the album of the song
* **Duration\_MS**: The length of the song in milliseconds

#### A.2.2: Spotify 1.2M+ Songs Dataset

* **ID:** The unique string identifier of a song in Spotify
* **Name:** The string name of the song
* **Album:** The string name of the album of a song
* **Album\_ID:** The unique string identifier of an album in Spotify
* **Artists:** A list of string names of the song’s artists
* **Artist\_IDs:** A list of unique string identifier of the song’s artist in Spotify
* **Track\_Number:** The integer representing the song’s location in its album
* **Disc\_Number:** The integer representing the disc the song can be played on in its album
* **Explicit**: A boolean variable representing whether the song contains offensive lyrics
* **Danceability:** A float value ranging from 0.0 to 1.0 that combines multiple other attributes to describe how easy the song is for a human to dance along to
* **Energy:** A float value ranging from 0.0 to 1.0 that perceptually measures intensity
* **Key:** An integer value that represents the song’s key
* **Loudness:** A float value of the average loudness of a given track in decibels
* **Mode:** An integer value representing the modality of a given track
* **Speechiness:** A float value ranging from 0.0 to 1.0 representing the presence of spoken words in the given track
* **Acousticness:** A float value ranging from 0.0 to 1.0 representing a confidence measure of whether a track contains electrical amplification or not
* **Instrumentalness:** A float value ranging from 0.0 to 1.0 representing whether or not a track contains no vocal content, the inverse of speechiness
* **Liveness:** A float value ranging from 0.0 to 1.0 representing the probability that the song was performed live to an audience
* **Valence:**  A float value ranging from 0.0 to 1.0 representing the musical positiveness conveyed by a given song
* **Tempo:** A float value for the estimated tempo in beats per minute (BPM)
* **Duration\_MS:** The length of the song in milliseconds
* **Time\_Signature:** Float value for how many beats are contained in a given measure on average
* **Year:** The year of the song’s release
* **Release Date:** The data of the song’s release

## Appendix B: ER Diagram
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## Appendix C: API Specification

*Parameters, unless specified, are required. Optional parameters are marked with an asterisk (\*).*

### 

### Route 1

**Route: /search\_artist**

**Description:** returns the names of artists like a given artist name

**Route Parameter(s):** name\*(string)

**Query Parameter(s):** *None*

**Route Handler:** search\_artists(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { artist\_name (string) }, … ]

**Expected (Output) Behavior:** returns all distinct artist names in alphabetical order matching the artist name given

### Route 2

**Route: /artist\_albums**

**Description:** returns the albums by a given artist

**Route Parameter(s):** artist\_name (string)

**Query Parameter(s):** page (int)\*, page\_size (int)\* (default: 5)

**Route Handler:** artist\_albums(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { album\_name (string) }, … ]

**Expected (Output) Behavior:** returns all distinct album names by a given artist, limiting/offsetting results by page/page size

### Route 3

**Route: /artist\_playlists**

**Description:** returns information about the playlists with the most number of songs by a given artist

**Route Parameter(s):** artist\_name (string)

**Query Parameter(s):** *None*

**Route Handler:** playlists\_with\_artists(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { pid (int), name (string), numSongs (int), num\_track (int), num\_followers (int) }, … ]

**Expected (Output) Behavior:** returns the top 5 playlists containing the most songs by a given artist in descending order

### Route 4

**Route: /album**

**Description:** returns information about songs in a given album by a given artist

**Route Parameter(s):** album\_name (string), artist\_name (string)

**Query Parameter(s):** *None*

**Route Handler:** albums\_songs(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { track\_name (string), danceability (float), energy (float), tempo (float) }, … ]

**Expected (Output) Behavior:** returns information about all songs in a given album by a given artist

### Route 5

**Route: /album\_info**

**Description:** returns the name of an album and its artist like a given album name and artist name

**Route Parameter(s):** album\_name (string), artist\_name (string)

**Query Parameter(s):** *None*

**Route Handler:** album\_info(req, res)

**Return Type:** JSON object

**Return Parameters:** { album\_name (string), artist\_name (string) }

**Expected (Output) Behavior:** returns the album name and its artist name matching the given album name and artist name

### Route 6

**Route: /search\_album**

**Description:** returns information about albums with album name like a given album name

**Route Parameter(s):** albumName\* (string)

**Query Parameter(s):** *None*

**Route Handler:** find\_albums(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { album\_name (string), artist\_name (string), num\_songs (int), avg\_danceability (float), avg\_energy (float), avg\_tempo (float) }, … ]

**Expected (Output) Behavior:** returns information about albums with album name like a given album name in alphabetical album name order

### Route 7

**Route: /login**

**Description:** checks if a user and corresponding password exists

**Route Parameter(s):** username (string), password (string)

**Query Parameter(s):** *None*

**Route Handler:** login(res, req)

**Return Type:** response

**Return Parameters:** response (string)

**Expected (Output) Behavior:**

* If username and password in DB:
  + ‘success’ returned
* If username and password not in DB:
  + ‘failure’ returned
* If either route parameter was not entered:
  + status(400) sent, with text ‘Please enter username and password’

### Route 8

**Route: /create\_user**

**Description:** inserts a new tuple into the userInfo table

**Route Parameter(s):** username (string), password (string)

**Query Parameter(s):** *None*

**Route Handler:** create\_user(req, res)

**Return Type:** response

**Return Parameters:** response (string)

**Expected (Output) Behavior:**

* If tuple added successfully:
  + ‘success’ returned
* Else:
  + ‘False’, ‘Error creating user’ returned

### Route 9

**Route: /search\_playlist**

**Description:** returns information about playlists with playlist name matching a given playlist name

**Route Parameter(s):** name\* (string)

**Query Parameter(s):** *None*

**Route Handler:** search\_playlist(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { pid (int), name (string), num\_followers (int), num\_artists (int), num\_tracks(int) }, … ]

**Expected (Output) Behavior:** returns distinct information about playlists with playlist name like a given playlist name, sorted by num\_followers (descending), then by duration\_ms (descending), then by name (alphabetical)

### Route 10

**Route: /playlist\_song**

**Description:** returns the informations about songs within a given playlist

**Route Parameter(s):** pid (int)

**Query Parameter(s):** *None*

**Route Handler:** playlist\_song(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { track\_name (string), album\_name (string), track\_uri (int), artist\_name (string) }, … ]

**Expected (Output) Behavior:** returns information about all songs in a playlist with a given pid

### Route 11

**Route: /playlist**

**Description:** returns information about a given playlist

**Route Parameter(s):** pid (int)

**Query Parameter(s):** *None*

**Route Handler:** playlist(req, res)

**Return Type:** JSON object

**Return Parameters:** { name (string), num\_followers (int), collaborative (string) }

**Expected (Output) Behavior:** returns information about a playlist with a given pid

### Route 12

**Route: /song**

**Description:** returns information about a given song

**Route Parameter(s):** track\_uri (int)

**Query Parameter(s):** *None*

**Route Handler:** song(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { track\_name (string), album\_name (string), artist\_name (string) }, .. ]

**Expected (Output) Behavior:** returns information about a song with a given track\_uri

### Route 13

**Route: /recommendSongs**

**Description:** returns songs a user may like based on a given song

**Route Parameter(s):** track\_name (string)

**Query Parameter(s):** *None*

**Route Handler:** song\_song\_rec(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { track\_name (string), artist\_name (string), track\_uri (int), album\_name (string) }, .. ]

**Expected (Output) Behavior:** returns information on 5 songs a user may like based on a given song in descending order of similarity to the given song

### Route 14

**Route: /recommendSong**

**Description:** returns songs a user may like based on a given artist

**Route Parameter(s):** artistName\* (string)

**Query Parameter(s):** *None*

**Route Handler:** song\_artist\_rec(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { track\_name (string), album\_name (string), artist\_name (string), track\_uri (int) }, .. ]

**Expected (Output) Behavior:** returns information on 5 songs a user may like based on a given artist in descending order of similarity to songs by the given artist, not including songs by the given artist

### Route 15

**Route: /aboutUs**

**Description:** returns all information about the application developers

**Route Parameter(s):** *None*

**Query Parameter(s):** *None*

**Route Handler:** people(res)

**Return Type:** JSON array

**Return Parameters:** [ { name (string), year (int), major (string), url (string), artist\_name (string) }, … ]

**Expected (Output) Behavior:** returns information about all the application developers

### Route 16

**Route: /recommendPlaylist**

**Description:** returns information about playlists a user may like based on a given artist

**Route Parameter(s):** artist\_name (string)

**Query Parameter(s):** *None*

**Route Handler:** playlist\_from\_artist\_vibe(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { pid (int), name (string), num\_followers (int), num\_artists (int), num\_tracks(int) }, … ]

**Expected (Output) Behavior:** returns information about the top 5 playlists that contain songs that on average most closely match the songs by a given artist, ordered by descending order of average similarity

### Route 17

**Route: /recommendPlaylistAlbum**

**Description:** returns information on playlists containing the most number of songs from a given album

**Route Parameter(s):** album\_name (string)

**Query Parameter(s):** *None*

**Route Handler:** playlist\_album(req, res)

**Return Type:** JSON array

**Return Parameters:** [ { pid (int), name (string), num\_followers (int), num\_artists (int), num\_tracks(int), numSongs (int) }, … ]

**Expected (Output) Behavior:**

### Route 18

**Route: /recommendPlaylistInput**

**Description:** returns information on playlists most close in value to inputted values on danceability, energy, tempo

**Route Parameter(s):** avg\_danceability\* (float) (default: 0.61), avg\_energy\* (float) (default: 120.54), avg\_tempo\* (float) (default: 0.5)

**Query Parameter(s):** None

**Route Handler:** playlists\_by\_danceability

**Return Type:** JSON array

**Return Parameters:** [ { pid (int), name (string), num\_followers (int), num\_artists (int), num\_tracks(int) }, … ]

**Expected (Output) Behavior:** returns information on the top 10 playlists most close in value to inputted values on danceability, energy, tempo ordered by similarity

### Route 19

**Route: /album\_slider**

**Description:** returns information about selected albums to display

**Route Parameter(s):** *None*

**Query Parameter(s):** *None*

**Route Handler:** album\_slider

**Return Type:** JSON array

**Return Parameters:** [ { artist\_name (string), album\_name (string) }, … ]

**Expected (Output) Behavior:** returns information about selected albums to display

### Route 20

**Route: /artist\_slider**

**Description:** returns information about selected artists to display

**Route Parameter(s):** *None*

**Query Parameter(s):** *None*

**Route Handler:** artist\_slider

**Return Type:** JSON array

**Return Parameters:** [ { artist\_name (string) }, … ]

**Expected (Output) Behavior:** returns information about selected artists to display

## 

## Appendix D: Example Queries

### Example Query 1

| with cte\_song AS (  SELECT danceability, energy, valence  FROM Songs  WHERE track\_name = '${songName}'  LIMIT 1)  SELECT distinct track\_name, artist\_name, track\_uri, album\_name FROM Songs song, cte\_song WHERE track\_name <> '${songName}' ORDER BY ABS ((song.danceability - cte\_song.danceability)  + (song.energy - cte\_song.energy)  + (song.valence - cte\_song.valence)) DESC LIMIT 5; |
| --- |

This query is used in [Route 13](#_jo4amuz87uns) described above. This route and thus query is used within the [Song Reccomender](#_fy48h5jt40hk) page.

Using user input consisting of a song name, the query created a common table expression (CTE) to obtain a tuple consisting of danceability, energy, and valence values from the Songs table where the track\_name was the user’s inputted song name. Furthermore, we limited the query to the first result to optimize the query as only 1 tuple was necessary.

From there, we created a cartesian product between the single tuple returned from the CTE and the Song table which did not increase the number of tuples beyond the number of tuples in the Songs table as the CTE table consisted of just 1 tuple. To prevent the query from returning the same song, we added the above where clause. Results were then ordered by the distance/similarity function we have been using throughout the application to determine suggestions. Furthermore, the results were limited to 5 to return a suitable number of suggestions.

### 

### Example Query 2

| WITH cte\_artists AS (  SELECT artist\_name, avg\_danceability, avg\_energy, avg\_valence  FROM Artists  WHERE artist\_name = '${artistName}'  LIMIT 1), cte\_songs AS (  SELECT track\_name, artist\_name, danceability, energy,   valence, album\_name, track\_uri   FROM Songs s  WHERE artist\_name <> '${artistName}') SELECT DISTINCT s.track\_name, s.album\_name, s.artist\_name,s.track\_uri FROM cte\_songs s, cte\_artists a ORDER BY ABS((danceability - avg\_danceability)  + (energy - avg\_energy) + (valence - avg\_valence)) LIMIT 5; |
| --- |

This query is used in [Route 14](#_a3acxetvak19) described above. This route and thus query is used within the [Song Reccomender](#_fy48h5jt40hk) page. Using user input consisting of an artist name, the query created 2 CTEs. The first, cte\_artists, obtained a single tuple consisting of artist\_name, avg\_danceability, avg\_energy and avg\_valence values from the Artists table where the artist\_name as the user’s inputted artist name.

Furthermore, we limited the query to the first result to optimize the query as only 1 tuple was necessary.

The second CTE, cte\_songs, obtained all relevant information from the Songs table of all tuples where the artist\_name was not the user’s inputted artist name. This allowed us to not return song tuples with the same artist name to give the best suggestions possible and allow the user to discover new songs not by artists they already like.

From there, we created a cartesian product of the two CTEs, which did not increase the number of tuples beyond the number of tuples in the cte\_songs table as the cte\_artists table consisted of just 1 tuple. Results were then ordered by the distance/similarity function we have been using throughout the application to determine suggestions. Furthermore, the results were limited to 5 to return a suitable number of suggestions.

### 

### Example Query 3

| CREATE TABLE Albums (  album\_name varchar(255) not null,  artist\_name varchar(255) not null,  avg\_danceability float null,  avg\_energy float null,  avg\_loudness float null,  avg\_speechiness float null,  avg\_acousticness float null,  avg\_instrumentalness float null,  avg\_liveness float null,  avg\_valence float null,  avg\_tempo float null,  num\_songs int null,  primary key (album\_name, artist\_name),  foreign key (album\_name) references Songs (album\_name),  foreign key (artist\_name) references Songs (artist\_name) );  INSERT INTO Albums (album\_name, artist\_name) (SELECT DISTINCT album\_name, artist\_name FROM Songs);  UPDATE Albums SET avg\_danceability = (SELECT AVG(danceability) FROM Songs WHERE Songs.album\_name = Albums.album\_name AND Songs.artist\_name = Albums.artist\_name),  avg\_energy = (SELECT AVG(energy) FROM Songs WHERE Songs.album\_name = Albums.album\_name AND Songs.artist\_name = Albums.artist\_name),  avg\_loudness = (SELECT AVG(loudness) FROM Songs WEHERE Songs.album\_name = Albums.album\_name AND Songs.artist\_name = Albums.artist\_name), /\* attributes between avg\_loudness and avg\_valence not shown to save space, follow same format as above \*/  avg\_tempo = (SELECT AVG(tempo) FROM Songs WHERE Songs.album\_name = Albums.album\_name AND Songs.artist\_name = Albums.artist\_name),  num\_songs = (SELECT COUNT(\*) FROM Songs WHERE Songs.album\_name = Albums.album\_name AND Songs.artist\_name = Albums.artist\_name);  SELECT album\_name, artist\_name, num\_songs, avg\_danceability, avg\_energy, avg\_tempo FROM Albums WHERE album\_name LIKE '%${title}%' ORDER BY album\_name ASC; |
| --- |

This query is used in [Route 6](#_44njvg46t2d7) described above. This route and thus query is used within the [Search Album](#_s5qb4msvpp1q) page. Initially, the query of returning the songs within an album, along with the average danceability, energy and tempo of the songs within an album was very complex and took substantial time.

Since these values do not change, we determined that it would be best to create a new table, Albums, containing the attributes seen in the above DDL. To set each value, we used aggregate functions over the Songs table.

Once this table was created and filled, we used it to return album information on albums with album\_name like a user inputted album name, allowing the web application to display information about albums, despite us nt having them explicitly as a data set.

The Albums table was also subsequently used in other queries.

### 

### Example Query 4

| CREATE TABLE Artists (  artist\_name varchar(255) not null,  song\_id int not null,  avg\_danceability float null,  avg\_energy float null,  avg\_loudness float null,  avg\_speechiness float null,  avg\_acousticness float null,  avg\_instrumentalness float null,  avg\_liveness float null,  avg\_valence float null,  avg\_tempo float null,  primary key (song\_id, artist\_name),  foreign key (song\_id) references Songs (track\_uri),  foreign key (artist\_name) references Songs (artist\_name) );  INSERT INTO Artists (song\_id, artist\_name) (SELECT distinct track\_uri, artist\_name FROM Songs);  UPDATE Artists SET avg\_danceability = (SELECT AVG(danceability) FROM Songs WHERE Songs.artist\_name = Artists.artist\_name),  avg\_energy = (SELECT AVG(energy) FROM Songs WHERE Songs.artist\_name = Artists.artist\_name),  avg\_loudness = (SELECT AVG(loudness) FROM Songs WHERE Songs.artist\_name = Artists.artist\_name), /\* attributes between avg\_loudness and avg\_valence not shown to save space, follow same format as above \*/  avg\_tempo = (SELECT AVG(tempo) FROM Songs WHERE Songs.artist\_name = Artists.artist\_name);  SELECT DISTINCT al.album\_name FROM Albums al INNER JOIN Artists ar ON ar.artist\_name = al.artist\_name WHERE ar.artist\_name = '${artist\_name}' LIMIT ${page\_size} OFFSET ${(page-1)\*(page\_size)}; |
| --- |

This query is used in [Route 2](#_3j74hj85j5a7) described above. This route and thus query is used within the [Search Artist](#_y20xwqvq6b5q) page. Initially, the query of returning the songs of an artist, along with the average danceability, energy and tempo of the songs by an artist was very complex and took substantial time.

Since these values do not change, we determined that it would be best to create a new table, Artists, containing the attributes seen in the above DDL. To set each value, we used aggregate functions over the Songs table.

Once this table was created and filled, we used it to return artist information. In the above query, we join this table on the Albums table to return the albums of an artist with artist\_name like a user inputted artist name, allowing the web application to display information about albums by a certain artist, despite us not having this explicitly as a data set. Tuples are selected based on the page size and page number inputs based on the current user page of the web application table.

The Artists table was also subsequently used in other queries.

### 

### Example Query 5

| SELECT plays.pid, plays.name, COUNT(\*) as numSongs, plays.num\_tracks, plays.num\_followers FROM (Contains contain JOIN Songs song ON contain.Song\_ID = song.track\_uri)  JOIN Playlists plays on contain.playlist\_id = plays.pid WHERE song.artist\_name = '${artistName}' GROUP BY plays.pid ORDER BY numSongs DESC LIMIT 5; |
| --- |

This query is used in [Route 3](#_exjdp1qeezgx) described above. This route and thus query is used within the [Search Artist](#_y20xwqvq6b5q) page. In this query, we join the Contains, Playlists, and Songs table, group by playlist id, and count the number of songs within a playlist by a user inputted artist. We order the results by this count in descending order to show the user the playlists that they may like best if they like this artist, and return the relevant playlist information and count. We limit the number of results to 5 to return a suitable number of suggestions.